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Groupjoin
Avoiding Contention with Eager Right Execution

- Re-uses thread-local $\Gamma$ logic
- Works well for $\sigma_S \approx 1$
Groupjoin
Memoizing Groupjoin

Global Hashtable

<table>
<thead>
<tr>
<th>Key</th>
<th>T₀</th>
<th>Aggregates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Thread-local Hashtables

- T₁
  \[ \Gamma_1 = \{\} \]
- T₂
  \[ \Gamma_2 = \{\} \]
- T₃
  \[ \Gamma_3 = \{\} \]
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Memoizing Groupjoin

Global Hashtable

<table>
<thead>
<tr>
<th>Key</th>
<th>T₀</th>
<th>Aggregates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
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Thread-local Hashtables

\[
\Gamma_1 = \{\} \\
\Gamma_2 = \{\} \\
\Gamma_3 = \{\}
\]
Groupjoin

Memoizing Groupjoin

Global Hashtable

- Key | $T_2$ | Aggregates
- Key | $T_1$ | Aggregates
- Key | $T_3$ | Aggregates

Thread-local Hashtables

- $T_1$
  - $\Gamma_1 = \{\}$
- $T_2$
  - $\Gamma_2 = \{\}$
- $T_3$
  - $\Gamma_3 = \{\}$
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Memoizing Groupjoin

Global Hashtable

<table>
<thead>
<tr>
<th>Key</th>
<th>T2</th>
<th>Aggregates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Key</th>
<th>T1</th>
<th>Aggregates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Key</th>
<th>T3</th>
<th>Aggregates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ \Gamma_3 = \{ \} \]

\[ \Gamma_1 = \{ 3 : \gamma_1 \} \]

\[ \Gamma_2 = \{ 3 : \gamma_2 \} \]

Thread-local Hashtables

- \( T_1 \)
- \( T_2 \)
- \( T_3 \)
Groupjoin

Comparison

Method
- eager
- memoizing
- separate

Used Memory [MB]

Progress

0%  25%  50%  75%  100%
Nested Aggregates

- Decorrelation supported by Groupjoin
- HAVING predicates are hard to estimate
Nested Aggregates

- Decorrelation supported by Groupjoin
- HAVING predicates are hard to estimate

\[ \Gamma \]
\[ \text{lineitem} \star \text{customer} \]
\[ \sigma \Gamma \]
\[ \text{lineitem} \]

a) Selective $\sigma$-Predicate

\[ \Gamma \]
\[ \text{lineitem} \star \text{customer} \]
\[ \sigma \Gamma \]
\[ \text{lineitem} \]

b) Unselective $\sigma$-Predicate

\[ \Gamma \]
\[ \text{lineitem} \star \text{customer} \]
\[ \sigma \Gamma \]
\[ \text{lineitem} \]
Estimating Aggregates

- Numerical columns $\sim \mathcal{N}(\mu, \sigma^2)$
- Cheap and generalizes nicely . . . but inherently symmetric
Estimating Aggregates

- Numerical columns $\sim \mathcal{N}(\mu, \sigma^2)$
- Cheap and generalizes nicely ... but inherently symmetric

IMDb movie rating

TPC-H customer balance

Observed Data
Calculated skew-normal fit
Estimating Aggregates

Using a skew-normal distribution

- $\Pr[x \leq c] = \Phi_{sn}(c)$
- Also approximates $(x \circ y)$, AVG/SUM/MIN/MAX
Estimating Aggregates

Using a skew-normal distribution

- \( \Pr[x \leq c] = \Phi_{sn}(c) \)
- Also approximates \((x \circ y), \text{AVG/SUM/MIN/MAX}\)

Input Data

<table>
<thead>
<tr>
<th>SUM(X)</th>
<th>AVG(X)</th>
<th>COUNT(X)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>5</td>
<td>10</td>
</tr>
</tbody>
</table>

Density

- MIN(X)
- MAX(X)

SUM(X)

Density

Base Column X  Group Size  Simulated  Calculated Estimate
Practical Groupjoins and Nested Aggregates

Overall impact on TPC-H and TPC-DS

- Big improvements with cost model advised Groupjoin
- Slightly better query plans with HAVING estimates

Live queries: https://umbra-db.com/interface